Assignment 3: Beat-Box ENSC 351 with Matthew Stewart

Assignment 3: Beat-Box

+ May be done individually or in pairs.
# Do not give your work to another student, do not copy code found online without citing it,
and do not post questions about the assignment online.
4 Post questions to the course discussion forum.
4 You may use any code you have written for this offering of ENSC 351. You may not
resubmit code you or any one else has submitted for previous offerings.

1. Drum-Beat Info

Your task is to create an application that plays a drum-beat. For this, you'll need a basic
understanding of what goes into a drum-beat and music.

Music is played at a certain speed, called the tempo. This tempo is usually in beats per minute
(BPM), and often ranges between ~60 (slow) and ~200 (fast) BPM. The beat is the time of a
single standard note (called a quarter note).

The “notes” in a drum-beat correspond to the drummer striking different drums (or in our case,
playing back recordings of those drums). Often, the music calls for hitting a drum faster than just
on the full beats, and hence often notes are played on half-beat increments (called an eight note).

For our standard rock drum beat, we'll be using three drum sounds: the base drum (lowest sound),
the snare (the sharp, middle sound), and the hi-hat (high metallic “ting”).

Music is often laid out in measures of 4 beats (hence the “quarter note”). A standard rock beat,
laid out in terms of beats, is:

Beat Action(s) Hi-Hat
(count from 1) |at this time et \J )J )J )J )J )J

1 Hi-hat, Base Drumset )
1.5 Hi-hat ¢ ¢

Bass drum ¢ r ¢
2 Hi-hat, Snare

Figure 1: Musical score showing a rock beat.

2.5 Hi-hat
3 Hi-hat, Base
3.5 Hi-hat
4 Hi-hat, Snare
4.5 Hi-hat

If you were coding this, you might have a loop that continuously repeats. Each pass through the
loop corresponds to a ¥2 beat (which is an eighth note, and one row in the above table). The loop
first plays any needed sound(s) and then waits for the duration of half a beat time.

The amount of time to wait for half a beat is:
Time For Half Beat [sec] = 60 [sec/min] / BPM / 2 [half-beats per beat]
If you want the delay in milliseconds, multiply by 1,000.
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2. Folder Structure

Submit a single ZIP file containing your beat-box C/C++/Rust code, wave files, and NodeJS
code. Must use CMake if building with C or C++. The build script must:
¥ Build your C/C++/Rust application to a file name beatbox deployed to:
~/ensc351/public/myApps/
¥ Copy your audio files to:
~/ensc351/public/myApps/beatbox-wav-files/
# Copy your NodeJS server to:
~/ensc351/public/myApps/beatbox-server-copy/

You can make no assumptions about either the current user’s name, or where we will unzip your
code, so don't use relative paths to get to the above locations; use $ (HOME) instead.

When we run your application on the target, you may assume that:
¥ We will have correctly loaded the SPI and audio overlays installed.
+# We will have installed ALSA on the target and host, as described in the guide.
¥ We will have run npm install inthe

~/ensc351/public/myApps/beatbox-server-copy/ folder from the target.

See course website for a sample CMake project.

3. Audio Setup
Use the audio setup guide to get the audio system running.

Download the audioMixer template.zip example from the course canvas website.
+# In a directory on your host, such as in ~/ensc351/work/audioTest/, copy all files.

¥ Create a wave-files/ sub-directory of this folder, and copy all wave file into it. For
example, copy in the provided drum sounds wave files.

# Note that the program assumes the files are 16-bit, signed little endian, 44.1kHz, mono files
(which is true of the drum sounds and most .wav files). If your sounds are different, you'll
need to change settings.

Cross-compile the example code by running make:
(host)$ ed ~/ensc351/work/audioTest/
(host) $ make

+ Makefile will build the audioMixer.c audioMixerTest.c code into audioTest and
place it in ~/ensc351/public/myApps/.

# It links against the locally installed (on the host) arm64 library which it will find
automatically in /usr/lib/aarch64-1linux-gnu/

+# The Makefile includes the -1asound flag, which is needed for the compiler to link against
the 1ibasound. so library.

¥ The wav target in the Makefile copies the wave-files/ folder into the myApps/ folder.
¥ See comments in audioMixer.c for details on how application works.
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Run the application:
(byai)$ ed /mnt/remote/myApps/
(byai)$ audioTest

# You should hear a 400ish Hz triangle wave.

The audioMixer. c file is the file I showed in lecture and is a good starting point for this
assignment. Please modify it and make it your own to complete the work. The triangle wave is

hard coded into this file now. You will need to remove that section and replace it with your own
work to combine audio files.

The audioMixerTest.c file is a very simple program that just initializes the audio mixer and
gets is running. You should replace this with your own main program.
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4. Beat-Box

You will create a Beat-Box application which can play different drum-beats on the BeagleBone
using the USB audio adapter for output, and the joystick and rotary encoder for input.

4.1 Audio Generation
The application must:
¥ Generate audio in real-time from a C/C++/Rust program using the ALSA API', and play
that audio through the USB audio adapter.
4 Audio playback must be smooth, consistent, and with low latency (low delay between
asking to play a sound and the sound playing).
4 At times, multiple sounds will need to be played simultaneously. The program must add
together PCM values to generate the sound.

+# Generate at least the following three different drum beats (“modes™). You may optionally

generate more.

1. “None”: No drum beat (i.e., beat turned off)

2. “Rock”: Standard rock drum beat, as described in section 1. .

3. “Custom”: Some other drum beat of your choosing (must be at least noticeably

different). This beat need not be a well-known beat (you can make it up). It may (if you

want) use timing other than eighth notes.

4 You may add additional drum beats if you like! Have fun with it!

4 Must use at least three different drum/percussion sounds (need not use the ones
provided, but should use reasonably well known percussion sounds like a drum, bell,
cymbal, ...). For example, a rock beat using the base drum, hi-hat, and snare.

# Control the beat's tempo (in beats-per-minute) in range [40, 300] BPM (inclusive); default
120 BPM. See next section for how to control each of these.

<+ Control the output volume in range [0, 100] (inclusive), default 80.

# Play additional drum sounds when needed (i.e., have functions that other modules can call
to playback drum sounds when needed).

# Audio playback must be smooth, consistent, and with low latency (low delay between
asking to play a sound and the sound playing).

1 Must get special permission to generate sound using other approaches or frameworks.
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Optional Hints

# Follow the audio guide on the course website for getting a C program to generate sound.

¥ Look at the audioMixer.h/. c for suggested code on how to go about creating the real-
time PCM audio playback of sounds.
4 You don't need to use this code, and you may change any of it you like.

# For the drum-beat audio clips, you may want to use:
4 basedrum: 100051 menegass gui-drum-bd-hard.wav
4 hi-hat: 100053 menegass gui-drum-cc.wav
4 snare: 100059 menegass_gui-drum-snare-soft.wav

¥ When you are first completing the low-level PCM audio mixing code, first try setting your
main () to something like the following pseudo-code:

initialize audio mixer
while (true) {
play the base drum sound
sleep (1)
}

4 Remove this code once you have written the beat-generation module/thread.

¥ After you can play one sound reliably, try using the same loop as above, but this time play
2 sounds at once (i.e, play base drum and hi-hat before s1eep (1)).

# Beyond the low level audio mixer module, you’ll likely want a higher level module which
generates the drum beats, and allows other modules to request a sound be played.
4 You’ll likely need a thread in here to continuously generating the beat.
4 Have your thread’s sleep duration depend on the current tempo (beats per minute)

4.2 Required Input Controls

4.2.1 Joystick Requirements
¥ Pressing up increases the volume by 5 points; down decreases by 5 points.

4 Don't allow it to exceed the limits (above).

4 The user should be able to reliably press and release the joystick and have it change the
volume just once. And the user should be able to press and hold the joystick and have it
keep changing. No precise timing is required, just easy to control.

# Left and right do nothing.
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4.2.2 Rotary Encoder Requirements
¥ Press in (centre) to cycle through modes (drum beats).

# Default is the standard rock beat, and it should then cycle through the custom beat(s),
and then loop back around to none (off), and next back to the standard rock beat
again, ...

4 Must be debounced such that it reliably only switches the mode once per normal user's
press on the knob.

4 If the user presses and holds the rotary encoder in, you may make it either change the
beat mode just once, or have it reasonably cycle through beat modes.

# Spinning the knob clock-wise increases the beats-per-minute by 5 BPM; counter-clock-
wise decreases by 5 BPM.

4 Don't allow it to exceed the limits (above).

4.2.3 Accelerometer Requirements
+ Allow the user to air-drum with the accelerometer to play audio. For this, when the user
moves the accelerometer in a direction, it will trigger a sound.
¥ Detect significant accelerations in each of the three axis (X, Y, and Z) and have each play
a different sound, one for each axis.
4 You may assume the board is always held in a consistent orientation with the ground
(not on its side or upside down).
4 The sound generated in response to the accelerations is in addition to any sound
generated by the drumbeat modes.
# For example, when the user “drums” the accelerometer vertically (Z), have it play a base
drum. For each other axis, use a different sound.
+# It must be reasonably possible for a user to get just one play-back of sound per “air-
drumming”. Therefore debouncing is likely required.
4 If the user shakes the board quickly, however, its OK to playback multiple occurrences
of the sound.
4 User should be able to air-drum at least ~100BPM without issue. (i.e., you cannot use
large debounce times).

4.2.4 Hints
# Make at least one separate C module (or C++ class, Rust module/crate, ...) to handle the
input. May be better to have multiple modules.

4 You may reuse modules you wrote for previous assignments during this offering of
ENSC 351.

4 Your app must configure your board, as necessary, such that it runs fine after the target
is rebooted and the user just restarts the application. This may involve configuring
hardware and such. Assume all necessary overlays are loaded.

# On a separate thread, continually read the state of the joystick and accelerometer.

4 A reasonable start is to poll the accelerometer around every 10 ms (100 Hz). This should
be fast enough to capture user inputs (such as accelerometer values).

4 The joystick can be read at whatever speed turns out to work reasonably well.

¥+ You need to consider debouncing inputs like the joystick/rotary-encoder press, and the
accelerometer actions:

4 For example: If an action has to be triggered for joystick press, then don't allow it to
trigger another action for some time (say 100ms).

4 Do the same for each axis on the accelerometer. You may need different debounce
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“timers” for each action.
# Think through how you can avoid copy-and-pasting large amounts of code 5+ times!

¥ The accelerometer is as an analog device that can be connected to you A/D Converter
# General accelerometer hints:
4 The accelerometers returns accelerations in terms of G forces.

» With the board sitting flat, read the registers and get the reading, then rotate the board
onto its side and prove you get the 1g on a different axis. Repeat for the 3™ axis. This
proves you can reliably read the 3 axis.

» Since there's already 1G pulling down all the time, you may want to use different a
threshold for the vertical axis.
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4.3 Text Display
Once per second, print to the console the following:
+ Beat mode (its number), format such as “M0”
# Tempo, format such as “90bpm”
# Volume, format such as “vol:80”
# Time between refilling audio playback buffer
4 Each time your code finishes filling the playback buffer, mark the interval/event.
d Format: Audio[{min}, {max}] avg {avg}/{num-samples}
¥ Time between samples of the accelerometer
# Each time your code reads the accelerometer, mark an interval/event.
d Format: Accel[{min}, {max}] avg {avg}/{num-samples}

Sample output:
MO 90bpm vol:80 Audio[l16.283, 16.942] avg 16.667/61 Accel[l2.276, 13.965] avg 12.998/77

You may use the provided periodTimer.h/.c code on the course website to mark each
interval/event (record the timestamp), and to get the statistics based on these timestamps. You’ll
need to update/add your own enum to the .h file for the different periods you want to track.

You may output additional text to the terminal in response to events like changing
modes/volume, or detecting an acceleration triggering a drum sound.

4.4 UDP Interface

Create a UDP interface which allows control of the beat box application. You'll use this interface
in your NodeJS server (next section). I am not specifying what your interface should be; you get
to design it any way you like.

[t must support:
# Changing the drum-beat mode directly (i.e., jumping from a standard rock beat to no beat).
# Changing the volume.
# Changing the tempo.
# Playing any one of the sounds your drum-beats use.
<+ Shutting down the program gracefully
See the next section's requirements when designing your interface.

4.5 Memory Testing
We will run Valgrind on your code to look for incorrect memory accesses, and it must free all
allocated memory (none lost, none still reachable).

You can ignore all “leaks” that seem to be coming from 1ibasound. so.

While Valgrind-ing, your application's audio may stutter terribly and print errors from the
snd pcm writei () call (“AudioMixer: writei() returned..”). These may be ignored.
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5. Node.js Web Interface

5.1 Upgrade Node Version

Execute the following commands on both the host and target to upgrade node to the latest
stable version (using the tool named ‘n’). This ensures all systems are running the same version.

sudo
sudo
sudo
sudo
sudo

apt
apt
npm
npm

update

install npm # Installs ~500MB on target
cache clean -f

install -g n

n stable # Updates Node.js to v22.14 (Mar 2025)
Then exit your shell and start a new one in order for it to call this updated version of Node.js.

5.2 Website Code

The full code for the website is provided. It should work without modification; however, you are
welcome to modify it if you like.

BeagleBone Beat-Box X |+ x

BeagleBone Beat-Box

by Brian Fraser

C

@
I

O 8 192.168.7.2:808¢ w

None

Hi-Hat

Drum Beat Selection BeatBox's Status
Current drum beat mode is: Rock 2

Rock #1 | | Rock #2
Volume
-| (80

Tempo

- 11120

Play Drum Sounds

Terminate Program

+/(0-100)

+ | (BPM)

Snare | | Base

Device up for: 5:52:8(H:M:S)

Figure 2: Sample screenshot of web page when it initially loads up.
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BeagleBone Beat-Box x |+

€« C O 8 192.168.7.2:3088

BeagleBone Beat-Box

by Brian Fraser

BeatBox's Status

Drum Beat Selection
Current drum beat mode is: Rock 2

None | | Rock #1 | | Rock #2 |

Volume
-|lso |[+](0-100)
Tempo

|| +](BPM)

-|/120

Play Drum Sounds

Hi-Hat | | Snare | | Base

Terminate Program

Device up for: 5:55:21(H:M:S)

Figure 3: Sample image when an error is detected. Your error message need not match this.
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6. Deliverables

Submit the items listed below in a single ZIP file to CourSys: https://coursys.sfu.ca/

1. as3-beatbox.tar.gz
Compressed copy of source code and build script (Makefile).

Archive must include all necessary files to build your application, deploy the Node.js
server, and the wave files. Hint: Compress the as3/ directory with the command
$ tar cvzf as3-beatbox.tar.gz as3

Since the assignment can be done individually or in pairs, if you are working individually you'll
still need to create a group in CourSys to submit the assignment.

Remember that all submissions will automatically be compared for unexplainable similarities
from both this semester, and previous semesters!

6.1 Informal Milestones
+ How to start

4 If you want to work with a partner, start looking for one!
4 Follow the guides to get started:
» Audio guide to be able to play sound
» Setup your CMake project (for C/C++) to link with ASLA library

# Read all sections of the assignment. Design HAL modules. Think about what modules
your application will have.

4 Think about the application design. How will you generate a rock beat? How will you
handle playing additional sounds in response to the accelerometer or UDP message?

4 Think about how you will shutdown the application correctly.

4 Get the low-level audio mixing routines working smoothly. Start with a simple main ()
playing the same sound each second to ensure it works smoothly.

+ Half done
4 Low level audio playback working reliably.
4 High-level module plays a drum beat.
4 Perhaps also have a C program that can read the accelerometer.
# Final checks
4 Review the learning objectives for this assignment (see webpage).

# Ensure your Node.js webpage can control the app. Ensure that changes in state due to
the joystick (such as volume up) show up automatically on the web page within 1s.

4 Double check your final ZIP file for correctness! No last minute refactoring bugs!
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